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Section 3: All You Need to Know to Understand AI

DO NOT POLLUTE! AVOID PRINTING, OR PRINT 2-SIDED MULTIPAGE.

3.1 Introduction

It is difficult to understand artificial intelligence (AI) without a basic knowledge of mathematics and program-
ming. This section covers the bare minimum topics in calculus, algebra, coding, and probability, required to
discuss and understand AI.

These terms may sound technical, but there is no reason to feel intimidated. We will unpack each concept
from first principles, complementing abstract concepts with clear, concrete, intuitive examples. Many of
these examples will be so simple that they may even seem simple or childish at first, yet they capture the
same core ideas that underlie modern AI systems.

3.2 All You Need to Know about Calculus

Functions

A function is like a vending machine: you put something in (say a coin, a bill, or a card), you press your
button of choice, and the machine gives you something back (like a snack and some change). If you put
in the same coin and press the same button again, you will always get the same snack and change. The
machine may be complicated inside, but from the outside, all that matters is that an input goes in (coin),
you specify some parameters (button), and a consistent output comes out (snack). Just like that, a
mathematical function takes a number as input, follows a fixed rule that depends on some parameters, and
produces another number as output.

Functions lie at the core of AI. As a matter of fact, AI systems are just functions: the input to an AI system
might be an image, a piece of text, or a sound recording. The output might be a classification of the image,
a response to the text, or an interpretation of the sound. As we have seen, however, all of these forms of
data (images, text, sounds) are ultimately represented as numbers inside the computer. The same is true of
the outputs (labels), which are also encoded numerically.

This means that, at its core, an AI system can be understood as a process that receives a collection of
numbers as input and returns another collection of numbers as output. This is precisely what a function
does: it takes numbers in and produces numbers out. In other words, AI systems are nothing more than
very sophisticated functions.

Therefore, understanding functions is essential for understanding AI.
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Formal Definition

Formally, a function f assigns each element of one set, called domain, to an element of another set, called
range. The domain and range sets are typically denoted as X and Y. This can be summarized in mathematical
notation as

f : X→ Y.

The elements of the domain, denoted as x are called inputs. The elements of the range, denoted as f(x) or
y, are called outputs. The function is specified by a rule or formula that describes the relationship between
inputs and outputs. For example,

f(x) = 2x

is a function that maps any number to its double. For example, f maps 3 to 6.

Plots

Functions are often visualized using plots where the where the horizontal axis (typically called the x-axis)
represents inputs, the vertical axis (typically called the y-axis) represents outputs, and the related pairs are
marked with points (which together usually form segments). Here are a few examples:
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f(x) = 2x f(x) = x f(x) = 1
2x f(x) = x2

Types of Functions and Parameters

Depending on the type of relationship that they describe, functions can be classified into several groups, for
example:

• Linear functions: f(x) = ax + b, where a and b are parameters that determine the slope (angle) and
the offset (distance from the origin).

• Polynomial functions: f(x) = a0 + a1x + a2x
2 + a3x

3 + · · · + adx
d, where a0, . . . , ad are parameters

and d is the degree.

• Exponential functions: f(x) = ceax+b, where a, b, and c are parameters.

• Logaritmic functions: f(x) = c log(ax+ b), where a, b, and c are parameters.

• Trigonometric functions: f(x) = c sin(ax+ b), where a, b, and c are parameters.
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AI as a Function

AI often focuses on prediction and classification. For example, we may want to predict the risk that a patient
will develop cancer based on their health history, genetic markers, and lifestyle information, or we may want
to classify bacteria as drug-resistant or drug-susceptible based on laboratory measurements. These and any
other AI task can be framed as functions: the input is the data encoded in the numerical vector x, and the
AI system is the function f whose output is the numerical label y.

Derivatives

Ultimately, the parameters of a function determine how an AI system behaves. These parameters are the
adjustable internal settings that control how inputs are turned into outputs. For example, the parameter
a in the function f(x) = ax determines how the input will be scaled to produce the output. If a = 2, the
output will be the double of the input; if a = 3, the output will be the triple of the input. Learning is
precisely the process of finding the parameter values that make the system produce the desired outputs.

The general method used to find these parameters is called gradient descent. You can think of it as
repeatedly asking: if I nudge this parameter a little, does the output improve or get worse? Derivatives
provide exactly this information: they tell the system in which direction to adjust each parameter. By
taking many small, guided steps, the AI gradually settles on parameter values that work well across the
training data and, ideally, also generalize to new, unseen data.

The derivative of a function f , denoted as f ′, measures how the function’s output changes in response to
changes in its input. It provides a precise way to quantify the rate of change or the slope of the function at
any given point.

To build some intuition, consider our previous function f(x) = 2x: whenever x changes a distance ∆ = 1,
f(x) changes a distance of 2:
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2

It turns out that the derivative of this function is f ′(x) = 2. Similarly, for the function f(x) = 1
2x, we have

that whenever x changes a distance ∆ = 1, f(x) changes a distance of 1
2 :
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1

2

It turns out that the derivative of this function is f ′(x) = 1
2 . In general, the derivative of any linear function

of the form f(x) = ax+b happens to be f ′(x) = a for every x. In general, the slope (derivative) of a function
depends on the point we are looking at. For example, consider f(x) = x2. A change of ∆ = 1 from x = 1
to x = 2 produces a change in f(x) equal to 3, whereas the same change from x = 2 to x = 3 produces a
change in f(x) equal to 5, and the same change from x = 3 to x = 4 produces a change in f(x) equal to 7:
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<latexit sha1_base64="vtUhjvouiS6k76ttA9H6+OxdfEI=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHaNQY9ELx4hkUcCGzI79MLI7OxmZtZICF/gxYPGePWTvPk3DrAHBSvppFLVne6uIBFcG9f9dnJr6xubW/ntws7u3v5B8fCoqeNUMWywWMSqHVCNgktsGG4EthOFNAoEtoLR7cxvPaLSPJb3ZpygH9GB5CFn1Fip/tQrltyyOwdZJV5GSpCh1it+dfsxSyOUhgmqdcdzE+NPqDKcCZwWuqnGhLIRHWDHUkkj1P5kfuiUnFmlT8JY2ZKGzNXfExMaaT2OAtsZUTPUy95M/M/rpCa89idcJqlByRaLwlQQE5PZ16TPFTIjxpZQpri9lbAhVZQZm03BhuAtv7xKmhdlr1Ku1C9L1ZssjjycwCmcgwdXUIU7qEEDGCA8wyu8OQ/Oi/PufCxac042cwx/4Hz+AOnLjQc=</latexit>x
<latexit sha1_base64="/7VZHTB0VDVmONBvdnQZza844g8=">AAAB73icbVDLSgNBEOyNrxhfUY9eBoPgKeyKRC9CUA8eI5gHJEuYnUySIbOz60yvEJb8hBcPinj1d7z5N06SPWhiQUNR1U13VxBLYdB1v53cyura+kZ+s7C1vbO7V9w/aJgo0YzXWSQj3Qqo4VIoXkeBkrdizWkYSN4MRjdTv/nEtRGResBxzP2QDpToC0bRSq3OLZdIr7xuseSW3RnIMvEyUoIMtW7xq9OLWBJyhUxSY9qeG6OfUo2CST4pdBLDY8pGdMDblioacuOns3sn5MQqPdKPtC2FZKb+nkhpaMw4DGxnSHFoFr2p+J/XTrB/6adCxQlyxeaL+okkGJHp86QnNGcox5ZQpoW9lbAh1ZShjahgQ/AWX14mjbOyVylX7s9L1essjjwcwTGcggcXUIU7qEEdGEh4hld4cx6dF+fd+Zi35pxs5hD+wPn8AVmMj4k=</latexit>

� = 1

<latexit sha1_base64="zAYiae0AiBpVJ1FsFEw+B7zCIFA=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHbVoEeiF4+QyCOBDZkdemFkdnYzM2tCCF/gxYPGePWTvPk3DrAHBSvppFLVne6uIBFcG9f9dnJr6xubW/ntws7u3v5B8fCoqeNUMWywWMSqHVCNgktsGG4EthOFNAoEtoLR3cxvPaHSPJYPZpygH9GB5CFn1FipftkrltyyOwdZJV5GSpCh1it+dfsxSyOUhgmqdcdzE+NPqDKcCZwWuqnGhLIRHWDHUkkj1P5kfuiUnFmlT8JY2ZKGzNXfExMaaT2OAtsZUTPUy95M/M/rpCa88SdcJqlByRaLwlQQE5PZ16TPFTIjxpZQpri9lbAhVZQZm03BhuAtv7xKmhdlr1Ku1K9K1dssjjycwCmcgwfXUIV7qEEDGCA8wyu8OY/Oi/PufCxac042cwx/4Hz+AIE3jMI=</latexit>

3

<latexit sha1_base64="Wc+SuwGu1gWPWB5JAP5olpWFkag=">AAAB6HicbVBNS8NAEJ34WetX1aOXxSJ4KolI9Vj04rEF+wFtKJvtpF272YTdjRBKf4EXD4p49Sd589+4bXPQ1gcDj/dmmJkXJIJr47rfztr6xubWdmGnuLu3f3BYOjpu6ThVDJssFrHqBFSj4BKbhhuBnUQhjQKB7WB8N/PbT6g0j+WDyRL0IzqUPOSMGis1sn6p7FbcOcgq8XJShhz1fumrN4hZGqE0TFCtu56bGH9CleFM4LTYSzUmlI3pELuWShqh9ifzQ6fk3CoDEsbKljRkrv6emNBI6ywKbGdEzUgvezPxP6+bmvDGn3CZpAYlWywKU0FMTGZfkwFXyIzILKFMcXsrYSOqKDM2m6INwVt+eZW0LitetVJtXJVrt3kcBTiFM7gAD66hBvdQhyYwQHiGV3hzHp0X5935WLSuOfnMCfyB8/kD60+NCA==</latexit>y

<latexit sha1_base64="vtUhjvouiS6k76ttA9H6+OxdfEI=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHaNQY9ELx4hkUcCGzI79MLI7OxmZtZICF/gxYPGePWTvPk3DrAHBSvppFLVne6uIBFcG9f9dnJr6xubW/ntws7u3v5B8fCoqeNUMWywWMSqHVCNgktsGG4EthOFNAoEtoLR7cxvPaLSPJb3ZpygH9GB5CFn1Fip/tQrltyyOwdZJV5GSpCh1it+dfsxSyOUhgmqdcdzE+NPqDKcCZwWuqnGhLIRHWDHUkkj1P5kfuiUnFmlT8JY2ZKGzNXfExMaaT2OAtsZUTPUy95M/M/rpCa89idcJqlByRaLwlQQE5PZ16TPFTIjxpZQpri9lbAhVZQZm03BhuAtv7xKmhdlr1Ku1C9L1ZssjjycwCmcgwdXUIU7qEEDGCA8wyu8OQ/Oi/PufCxac042cwx/4Hz+AOnLjQc=</latexit>x
<latexit sha1_base64="/7VZHTB0VDVmONBvdnQZza844g8=">AAAB73icbVDLSgNBEOyNrxhfUY9eBoPgKeyKRC9CUA8eI5gHJEuYnUySIbOz60yvEJb8hBcPinj1d7z5N06SPWhiQUNR1U13VxBLYdB1v53cyura+kZ+s7C1vbO7V9w/aJgo0YzXWSQj3Qqo4VIoXkeBkrdizWkYSN4MRjdTv/nEtRGResBxzP2QDpToC0bRSq3OLZdIr7xuseSW3RnIMvEyUoIMtW7xq9OLWBJyhUxSY9qeG6OfUo2CST4pdBLDY8pGdMDblioacuOns3sn5MQqPdKPtC2FZKb+nkhpaMw4DGxnSHFoFr2p+J/XTrB/6adCxQlyxeaL+okkGJHp86QnNGcox5ZQpoW9lbAh1ZShjahgQ/AWX14mjbOyVylX7s9L1essjjwcwTGcggcXUIU7qEEdGEh4hld4cx6dF+fd+Zi35pxs5hD+wPn8AVmMj4k=</latexit>

� = 1

<latexit sha1_base64="B7mI6civTK5iDPdCLQnokqvvyww=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHaNokeiF4+QyCOBDZkdemFkdnYzM2tCCF/gxYPGePWTvPk3DrAHBSvppFLVne6uIBFcG9f9dnJr6xubW/ntws7u3v5B8fCoqeNUMWywWMSqHVCNgktsGG4EthOFNAoEtoLR3cxvPaHSPJYPZpygH9GB5CFn1FipftUrltyyOwdZJV5GSpCh1it+dfsxSyOUhgmqdcdzE+NPqDKcCZwWuqnGhLIRHWDHUkkj1P5kfuiUnFmlT8JY2ZKGzNXfExMaaT2OAtsZUTPUy95M/M/rpCa88SdcJqlByRaLwlQQE5PZ16TPFTIjxpZQpri9lbAhVZQZm03BhuAtv7xKmhdlr1Ku1C9L1dssjjycwCmcgwfXUIV7qEEDGCA8wyu8OY/Oi/PufCxac042cwx/4Hz+AIQ/jMQ=</latexit>
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<latexit sha1_base64="Wc+SuwGu1gWPWB5JAP5olpWFkag=">AAAB6HicbVBNS8NAEJ34WetX1aOXxSJ4KolI9Vj04rEF+wFtKJvtpF272YTdjRBKf4EXD4p49Sd589+4bXPQ1gcDj/dmmJkXJIJr47rfztr6xubWdmGnuLu3f3BYOjpu6ThVDJssFrHqBFSj4BKbhhuBnUQhjQKB7WB8N/PbT6g0j+WDyRL0IzqUPOSMGis1sn6p7FbcOcgq8XJShhz1fumrN4hZGqE0TFCtu56bGH9CleFM4LTYSzUmlI3pELuWShqh9ifzQ6fk3CoDEsbKljRkrv6emNBI6ywKbGdEzUgvezPxP6+bmvDGn3CZpAYlWywKU0FMTGZfkwFXyIzILKFMcXsrYSOqKDM2m6INwVt+eZW0LitetVJtXJVrt3kcBTiFM7gAD66hBvdQhyYwQHiGV3hzHp0X5935WLSuOfnMCfyB8/kD60+NCA==</latexit>y

<latexit sha1_base64="vtUhjvouiS6k76ttA9H6+OxdfEI=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHaNQY9ELx4hkUcCGzI79MLI7OxmZtZICF/gxYPGePWTvPk3DrAHBSvppFLVne6uIBFcG9f9dnJr6xubW/ntws7u3v5B8fCoqeNUMWywWMSqHVCNgktsGG4EthOFNAoEtoLR7cxvPaLSPJb3ZpygH9GB5CFn1Fip/tQrltyyOwdZJV5GSpCh1it+dfsxSyOUhgmqdcdzE+NPqDKcCZwWuqnGhLIRHWDHUkkj1P5kfuiUnFmlT8JY2ZKGzNXfExMaaT2OAtsZUTPUy95M/M/rpCa89idcJqlByRaLwlQQE5PZ16TPFTIjxpZQpri9lbAhVZQZm03BhuAtv7xKmhdlr1Ku1C9L1ZssjjycwCmcgwdXUIU7qEEDGCA8wyu8OQ/Oi/PufCxac042cwx/4Hz+AOnLjQc=</latexit>x
<latexit sha1_base64="/7VZHTB0VDVmONBvdnQZza844g8=">AAAB73icbVDLSgNBEOyNrxhfUY9eBoPgKeyKRC9CUA8eI5gHJEuYnUySIbOz60yvEJb8hBcPinj1d7z5N06SPWhiQUNR1U13VxBLYdB1v53cyura+kZ+s7C1vbO7V9w/aJgo0YzXWSQj3Qqo4VIoXkeBkrdizWkYSN4MRjdTv/nEtRGResBxzP2QDpToC0bRSq3OLZdIr7xuseSW3RnIMvEyUoIMtW7xq9OLWBJyhUxSY9qeG6OfUo2CST4pdBLDY8pGdMDblioacuOns3sn5MQqPdKPtC2FZKb+nkhpaMw4DGxnSHFoFr2p+J/XTrB/6adCxQlyxeaL+okkGJHp86QnNGcox5ZQpoW9lbAh1ZShjahgQ/AWX14mjbOyVylX7s9L1essjjwcwTGcggcXUIU7qEEdGEh4hld4cx6dF+fd+Zi35pxs5hD+wPn8AVmMj4k=</latexit>

� = 1

<latexit sha1_base64="zzrNYPpBWIKHbYwMLxYOn/tndMQ=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHaNAY9ELx4hkUcCGzI7NDAyO7uZmTUhG77AiweN8eonefNvHGAPClbSSaWqO91dQSy4Nq777eQ2Nre2d/K7hb39g8Oj4vFJS0eJYthkkYhUJ6AaBZfYNNwI7MQKaRgIbAeTu7nffkKleSQfzDRGP6QjyYecUWOlRrVfLLlldwGyTryMlCBDvV/86g0iloQoDRNU667nxsZPqTKcCZwVeonGmLIJHWHXUklD1H66OHRGLqwyIMNI2ZKGLNTfEykNtZ6Gge0MqRnrVW8u/ud1EzO88VMu48SgZMtFw0QQE5H512TAFTIjppZQpri9lbAxVZQZm03BhuCtvrxOWldlr1KuNK5LtdssjjycwTlcggdVqME91KEJDBCe4RXenEfnxXl3PpatOSebOYU/cD5/AIdHjMY=</latexit>
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Moreover, the change in f(x) generally also depends on the size of the change in x. For example, a change
of ∆ = 2 from x = 1 to x = 3 produces a change in f(x) of 8:

<latexit sha1_base64="Wc+SuwGu1gWPWB5JAP5olpWFkag=">AAAB6HicbVBNS8NAEJ34WetX1aOXxSJ4KolI9Vj04rEF+wFtKJvtpF272YTdjRBKf4EXD4p49Sd589+4bXPQ1gcDj/dmmJkXJIJr47rfztr6xubWdmGnuLu3f3BYOjpu6ThVDJssFrHqBFSj4BKbhhuBnUQhjQKB7WB8N/PbT6g0j+WDyRL0IzqUPOSMGis1sn6p7FbcOcgq8XJShhz1fumrN4hZGqE0TFCtu56bGH9CleFM4LTYSzUmlI3pELuWShqh9ifzQ6fk3CoDEsbKljRkrv6emNBI6ywKbGdEzUgvezPxP6+bmvDGn3CZpAYlWywKU0FMTGZfkwFXyIzILKFMcXsrYSOqKDM2m6INwVt+eZW0LitetVJtXJVrt3kcBTiFM7gAD66hBvdQhyYwQHiGV3hzHp0X5935WLSuOfnMCfyB8/kD60+NCA==</latexit>y

<latexit sha1_base64="vtUhjvouiS6k76ttA9H6+OxdfEI=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHaNQY9ELx4hkUcCGzI79MLI7OxmZtZICF/gxYPGePWTvPk3DrAHBSvppFLVne6uIBFcG9f9dnJr6xubW/ntws7u3v5B8fCoqeNUMWywWMSqHVCNgktsGG4EthOFNAoEtoLR7cxvPaLSPJb3ZpygH9GB5CFn1Fip/tQrltyyOwdZJV5GSpCh1it+dfsxSyOUhgmqdcdzE+NPqDKcCZwWuqnGhLIRHWDHUkkj1P5kfuiUnFmlT8JY2ZKGzNXfExMaaT2OAtsZUTPUy95M/M/rpCa89idcJqlByRaLwlQQE5PZ16TPFTIjxpZQpri9lbAhVZQZm03BhuAtv7xKmhdlr1Ku1C9L1ZssjjycwCmcgwdXUIU7qEEDGCA8wyu8OQ/Oi/PufCxac042cwx/4Hz+AOnLjQc=</latexit>x
<latexit sha1_base64="Zc4b3FlyIjXX5ve4TxwfjTSlpuE=">AAAB73icbVDLSgNBEJz1GeMr6tHLYBA8hd0g0YsQ1IPHCOYByRJmJ73JkNnZdaZXCCE/4cWDIl79HW/+jZNkD5pY0FBUddPdFSRSGHTdb2dldW19YzO3ld/e2d3bLxwcNkycag51HstYtwJmQAoFdRQooZVoYFEgoRkMb6Z+8wm0EbF6wFECfsT6SoSCM7RSq3MLEtlVuVsouiV3BrpMvIwUSYZat/DV6cU8jUAhl8yYtucm6I+ZRsElTPKd1EDC+JD1oW2pYhEYfzy7d0JPrdKjYaxtKaQz9ffEmEXGjKLAdkYMB2bRm4r/ee0Uw0t/LFSSIig+XxSmkmJMp8/TntDAUY4sYVwLeyvlA6YZRxtR3obgLb68TBrlklcpVe7Pi9XrLI4cOSYn5Ix45IJUyR2pkTrhRJJn8krenEfnxXl3PuatK042c0T+wPn8AVsQj4o=</latexit>

� = 2

<latexit sha1_base64="HdYaPsUbM4jt6p6aiglfRV7CsYw=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHaNQY5ELx4hkUcCGzI7NDAyO7uZmTUhG77AiweN8eonefNvHGAPClbSSaWqO91dQSy4Nq777eQ2Nre2d/K7hb39g8Oj4vFJS0eJYthkkYhUJ6AaBZfYNNwI7MQKaRgIbAeTu7nffkKleSQfzDRGP6QjyYecUWOlRrVfLLlldwGyTryMlCBDvV/86g0iloQoDRNU667nxsZPqTKcCZwVeonGmLIJHWHXUklD1H66OHRGLqwyIMNI2ZKGLNTfEykNtZ6Gge0MqRnrVW8u/ud1EzOs+imXcWJQsuWiYSKIicj8azLgCpkRU0soU9zeStiYKsqMzaZgQ/BWX14nrauyVylXGtel2m0WRx7O4BwuwYMbqME91KEJDBCe4RXenEfnxXl3PpatOSebOYU/cD5/AIjLjMc=</latexit>
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Hence, to really know the slope of f(x) at any given point x, we need to consider the change in f(x) as ∆
when as small as possible. This results in the formal definition of the derivative:

f ′(x) := lim
∆→0

f(x+∆)− f(x)

∆
.
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<latexit sha1_base64="Wc+SuwGu1gWPWB5JAP5olpWFkag=">AAAB6HicbVBNS8NAEJ34WetX1aOXxSJ4KolI9Vj04rEF+wFtKJvtpF272YTdjRBKf4EXD4p49Sd589+4bXPQ1gcDj/dmmJkXJIJr47rfztr6xubWdmGnuLu3f3BYOjpu6ThVDJssFrHqBFSj4BKbhhuBnUQhjQKB7WB8N/PbT6g0j+WDyRL0IzqUPOSMGis1sn6p7FbcOcgq8XJShhz1fumrN4hZGqE0TFCtu56bGH9CleFM4LTYSzUmlI3pELuWShqh9ifzQ6fk3CoDEsbKljRkrv6emNBI6ywKbGdEzUgvezPxP6+bmvDGn3CZpAYlWywKU0FMTGZfkwFXyIzILKFMcXsrYSOqKDM2m6INwVt+eZW0LitetVJtXJVrt3kcBTiFM7gAD66hBvdQhyYwQHiGV3hzHp0X5935WLSuOfnMCfyB8/kD60+NCA==</latexit>y

<latexit sha1_base64="Zc4b3FlyIjXX5ve4TxwfjTSlpuE=">AAAB73icbVDLSgNBEJz1GeMr6tHLYBA8hd0g0YsQ1IPHCOYByRJmJ73JkNnZdaZXCCE/4cWDIl79HW/+jZNkD5pY0FBUddPdFSRSGHTdb2dldW19YzO3ld/e2d3bLxwcNkycag51HstYtwJmQAoFdRQooZVoYFEgoRkMb6Z+8wm0EbF6wFECfsT6SoSCM7RSq3MLEtlVuVsouiV3BrpMvIwUSYZat/DV6cU8jUAhl8yYtucm6I+ZRsElTPKd1EDC+JD1oW2pYhEYfzy7d0JPrdKjYaxtKaQz9ffEmEXGjKLAdkYMB2bRm4r/ee0Uw0t/LFSSIig+XxSmkmJMp8/TntDAUY4sYVwLeyvlA6YZRxtR3obgLb68TBrlklcpVe7Pi9XrLI4cOSYn5Ix45IJUyR2pkTrhRJJn8krenEfnxXl3PuatK042c0T+wPn8AVsQj4o=</latexit>

� = 2

<latexit sha1_base64="Snq8h1uhlKI9KiRXhP8/xi1Y3pQ=">AAAB8XicbVDLSgNBEJz1GeMr6tHLYBAEIeyKRI9BPXiMYB6YLGF20psMmZ1dZnrFsOQvvHhQxKt/482/cfI4aGJBQ1HVTXdXkEhh0HW/naXlldW19dxGfnNre2e3sLdfN3GqOdR4LGPdDJgBKRTUUKCEZqKBRYGERjC4HvuNR9BGxOoehwn4EespEQrO0EoPT/SUtm9AIusUim7JnYAuEm9GimSGaqfw1e7GPI1AIZfMmJbnJuhnTKPgEkb5dmogYXzAetCyVLEIjJ9NLh7RY6t0aRhrWwrpRP09kbHImGEU2M6IYd/Me2PxP6+VYnjpZ0IlKYLi00VhKinGdPw+7QoNHOXQEsa1sLdS3meacbQh5W0I3vzLi6R+VvLKpfLdebFyNYsjRw7JETkhHrkgFXJLqqRGOFHkmbySN8c4L8678zFtXXJmMwfkD5zPH1cxkBI=</latexit>

x + �<latexit sha1_base64="vtUhjvouiS6k76ttA9H6+OxdfEI=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHaNQY9ELx4hkUcCGzI79MLI7OxmZtZICF/gxYPGePWTvPk3DrAHBSvppFLVne6uIBFcG9f9dnJr6xubW/ntws7u3v5B8fCoqeNUMWywWMSqHVCNgktsGG4EthOFNAoEtoLR7cxvPaLSPJb3ZpygH9GB5CFn1Fip/tQrltyyOwdZJV5GSpCh1it+dfsxSyOUhgmqdcdzE+NPqDKcCZwWuqnGhLIRHWDHUkkj1P5kfuiUnFmlT8JY2ZKGzNXfExMaaT2OAtsZUTPUy95M/M/rpCa89idcJqlByRaLwlQQE5PZ16TPFTIjxpZQpri9lbAhVZQZm03BhuAtv7xKmhdlr1Ku1C9L1ZssjjycwCmcgwdXUIU7qEEDGCA8wyu8OQ/Oi/PufCxac042cwx/4Hz+AOnLjQc=</latexit>x

<latexit sha1_base64="QCMzpgHYVmVzQ96LDcIImpwO6BM=">AAAB8nicbVDLSgNBEJyNrxhfUY9eBoMQEcKuSPQY1IPHCOYBmyXMTmaTIbMzy0yvGJZ8hhcPinj1a7z5N04eB00saCiquunuChPBDbjut5NbWV1b38hvFra2d3b3ivsHTaNSTVmDKqF0OySGCS5ZAzgI1k40I3EoWCsc3kz81iPThiv5AKOEBTHpSx5xSsBKflR+OuvcMgHktFssuRV3CrxMvDkpoTnq3eJXp6doGjMJVBBjfM9NIMiIBk4FGxc6qWEJoUPSZ76lksTMBNn05DE+sUoPR0rbkoCn6u+JjMTGjOLQdsYEBmbRm4j/eX4K0VWQcZmkwCSdLYpSgUHhyf+4xzWjIEaWEKq5vRXTAdGEgk2pYEPwFl9eJs3ziletVO8vSrXreRx5dISOURl56BLV0B2qowaiSKFn9IreHHBenHfnY9aac+Yzh+gPnM8fNgSQkw==</latexit>

f(x + �)

<latexit sha1_base64="Rin3VQQXDyCChoYtAbauwi+y9B8=">AAAB63icbVBNSwMxEJ2tX7V+VT16CRahXsquSPVY9OKxgv2AdinZNNuGJtklyYpl6V/w4kERr/4hb/4bs+0etPXBwOO9GWbmBTFn2rjut1NYW9/Y3Cpul3Z29/YPyodHbR0litAWiXikugHWlDNJW4YZTruxolgEnHaCyW3mdx6p0iySD2YaU1/gkWQhI9hkUlh9Oh+UK27NnQOtEi8nFcjRHJS/+sOIJIJKQzjWuue5sfFTrAwjnM5K/UTTGJMJHtGepRILqv10fusMnVlliMJI2ZIGzdXfEykWWk9FYDsFNmO97GXif14vMeG1nzIZJ4ZKslgUJhyZCGWPoyFTlBg+tQQTxeytiIyxwsTYeEo2BG/55VXSvqh59Vr9/rLSuMnjKMIJnEIVPLiCBtxBE1pAYAzP8ApvjnBenHfnY9FacPKZY/gD5/MHb/GN3A==</latexit>

f(x)

This definition may look a bit scary. However, the derivative of most functions can be calculated easily
without the need to compute this limit. For example, the derivative of polynomial functions can be obtained
with a simple trick, often called the power rule:

The power rule. For each term in a polynomial of the form axd, simply multiply the coefficient a by the
exponent d and reduce the exponent by 1 to obtain daxd−1.

For example, we can use this trick to see that the derivative of f(x) = x2 is equal to f ′(x) = 2x.

The process through which AI systems learn is essentially by computing derivatives to tweak their parameters
the right way until they produce the desired behavior.

3.3 All You Need to Know about Algebra

At this point we have looked at functions f(x) that depend on a single variable, x. This could be very useful
if, for example, we wanted to predict the glucose level of a person as a function of their weight. However, it is
unlikely that we could make an accurate prediction based on a single variable. In general, responses such as
the glucose level may depend on many variables, such as height, weight, diet, physical activity, genetics, and
more. Linear algebra offers us a simple way to organize and manipulate all those variables in a structured
and systematic way, through vectors and matrices.

Vectors

A vector is simply an ordered list of numbers, for example:

x =




1
2
3
4
5



.

That’s it!
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Recall that we use bold notation to indicate that x is a vector, as opposed to x, which is a scalar (single
variable). We use x ∈ RD to indicate that x is a vector with D entries, each of which is a real-valued number.
Vectors come in all sizes, depending on what they represent. For example, we can use a vector x ∈ R7 to
store the information of a patient, where its entries represent: height, weight, age, sex, number of cigarettes
they smoke per week, cups of wine (or equivalent) they drink per week, and hours of physical activity per
week:

x =




177
150
30
1
0
2
6




← height
← weight
← age
← sex
← cigarettes
← alcohol
← activity.

Vectors can be interpreted as points in a space where each entry of the vector corresponds to a coordinate
in the space. For example:

<latexit sha1_base64="zAYiae0AiBpVJ1FsFEw+B7zCIFA=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHbVoEeiF4+QyCOBDZkdemFkdnYzM2tCCF/gxYPGePWTvPk3DrAHBSvppFLVne6uIBFcG9f9dnJr6xubW/ntws7u3v5B8fCoqeNUMWywWMSqHVCNgktsGG4EthOFNAoEtoLR3cxvPaHSPJYPZpygH9GB5CFn1FipftkrltyyOwdZJV5GSpCh1it+dfsxSyOUhgmqdcdzE+NPqDKcCZwWuqnGhLIRHWDHUkkj1P5kfuiUnFmlT8JY2ZKGzNXfExMaaT2OAtsZUTPUy95M/M/rpCa88SdcJqlByRaLwlQQE5PZ16TPFTIjxpZQpri9lbAhVZQZm03BhuAtv7xKmhdlr1Ku1K9K1dssjjycwCmcgwfXUIV7qEEDGCA8wyu8OY/Oi/PufCxac042cwx/4Hz+AIE3jMI=</latexit>

3

<latexit sha1_base64="2fvfthwg1mRLBhwA3jth0GTm+tU=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHaJQY9ELx4hkUcCGzI79MLI7OxmZtaEEL7AiweN8eonefNvHGAPClbSSaWqO91dQSK4Nq777eQ2Nre2d/K7hb39g8Oj4vFJS8epYthksYhVJ6AaBZfYNNwI7CQKaRQIbAfju7nffkKleSwfzCRBP6JDyUPOqLFSo9IvltyyuwBZJ15GSpCh3i9+9QYxSyOUhgmqdddzE+NPqTKcCZwVeqnGhLIxHWLXUkkj1P50ceiMXFhlQMJY2ZKGLNTfE1MaaT2JAtsZUTPSq95c/M/rpia88adcJqlByZaLwlQQE5P512TAFTIjJpZQpri9lbARVZQZm03BhuCtvrxOWpWyVy1XG1el2m0WRx7O4BwuwYNrqME91KEJDBCe4RXenEfnxXl3PpatOSebOYU/cD5/AH+zjME=</latexit>

2
<latexit sha1_base64="gfDDG5HdC2uj59mXU+2xx3lABwE=">AAAB6HicbVBNS8NAEJ34WetX1aOXxSJ4KolI9Vj04rEF+wFtKJvtpF272YTdjVBCf4EXD4p49Sd589+4bXPQ1gcDj/dmmJkXJIJr47rfztr6xubWdmGnuLu3f3BYOjpu6ThVDJssFrHqBFSj4BKbhhuBnUQhjQKB7WB8N/PbT6g0j+WDmSToR3QoecgZNVZqeP1S2a24c5BV4uWkDDnq/dJXbxCzNEJpmKBadz03MX5GleFM4LTYSzUmlI3pELuWShqh9rP5oVNybpUBCWNlSxoyV39PZDTSehIFtjOiZqSXvZn4n9dNTXjjZ1wmqUHJFovCVBATk9nXZMAVMiMmllCmuL2VsBFVlBmbTdGG4C2/vEpalxWvWqk2rsq12zyOApzCGVyAB9dQg3uoQxMYIDzDK7w5j86L8+58LFrXnHzmBP7A+fwBfi+MwA==</latexit>

1

<latexit sha1_base64="zAYiae0AiBpVJ1FsFEw+B7zCIFA=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHbVoEeiF4+QyCOBDZkdemFkdnYzM2tCCF/gxYPGePWTvPk3DrAHBSvppFLVne6uIBFcG9f9dnJr6xubW/ntws7u3v5B8fCoqeNUMWywWMSqHVCNgktsGG4EthOFNAoEtoLR3cxvPaHSPJYPZpygH9GB5CFn1FipftkrltyyOwdZJV5GSpCh1it+dfsxSyOUhgmqdcdzE+NPqDKcCZwWuqnGhLIRHWDHUkkj1P5kfuiUnFmlT8JY2ZKGzNXfExMaaT2OAtsZUTPUy95M/M/rpCa88SdcJqlByRaLwlQQE5PZ16TPFTIjxpZQpri9lbAhVZQZm03BhuAtv7xKmhdlr1Ku1K9K1dssjjycwCmcgwfXUIV7qEEDGCA8wyu8OY/Oi/PufCxac042cwx/4Hz+AIE3jMI=</latexit>

3

<latexit sha1_base64="2fvfthwg1mRLBhwA3jth0GTm+tU=">AAAB6HicbVDLTgJBEOzFF+IL9ehlIjHxRHaJQY9ELx4hkUcCGzI79MLI7OxmZtaEEL7AiweN8eonefNvHGAPClbSSaWqO91dQSK4Nq777eQ2Nre2d/K7hb39g8Oj4vFJS8epYthksYhVJ6AaBZfYNNwI7CQKaRQIbAfju7nffkKleSwfzCRBP6JDyUPOqLFSo9IvltyyuwBZJ15GSpCh3i9+9QYxSyOUhgmqdddzE+NPqTKcCZwVeqnGhLIxHWLXUkkj1P50ceiMXFhlQMJY2ZKGLNTfE1MaaT2JAtsZUTPSq95c/M/rpia88adcJqlByZaLwlQQE5P512TAFTIjJpZQpri9lbARVZQZm03BhuCtvrxOWpWyVy1XG1el2m0WRx7O4BwuwYNrqME91KEJDBCe4RXenEfnxXl3PpatOSebOYU/cD5/AH+zjME=</latexit>

2

<latexit sha1_base64="j7wS8F7tKFAwj8Nbw54mK7S7CAI=">AAAB5HicbVBNS8NAEJ3Urxq/qlcvi0XwVBKR6rHoxWMF+wFtKJvtpF272YTdjVBCf4EXD4pXf5M3/43bNgdtfTDweG+GmXlhKrg2nvftlDY2t7Z3yrvu3v7B4VHFPW7rJFMMWywRieqGVKPgEluGG4HdVCGNQ4GdcHI39zvPqDRP5KOZphjEdCR5xBk1Vnq4GlSqXs1bgKwTvyBVKNAcVL76w4RlMUrDBNW653upCXKqDGcCZ24/05hSNqEj7FkqaYw6yBeHzsi5VYYkSpQtachC/T2R01jraRzazpiasV715uJ/Xi8z0U2Qc5lmBiVbLooyQUxC5l+TIVfIjJhaQpni9lbCxlRRZmw2rg3BX315nbQva369Vq82boswynAKZ3ABPlxDA+6hCS1ggPACb/DuPDmvzseyseQUEyfwB87nDxg5i5k=</latexit>

4
<latexit sha1_base64="Azehey2L4Fwj1qKEAXJ3LPnsHt0=">AAACNHicbVBNaxsxENW6SeNs09ZJjrmImEJPZjcNaS6B0FwKuTgQ2wFrMVrtrC2s1S7SbKlZ/KN66Q/ppRRySCm55jdEa5uQjw5I83hvRpp5caGkxSD44zVera2/3mhu+m+23r5739re6du8NAJ6Ile5uYq5BSU19FCigqvCAM9iBYN4elbrg29grMz1Jc4KiDI+1jKVgqOjRq1zFucqsbPMpYqZjH6f+yeUKUhx6LMYxlJXGUcjHf+JMkYP6uvQZ6CTB4EZOZ5gNGq1g06wCPoShCvQJqvojlq/WJKLMgONQnFrh2FQYFRxg1IocO+WFgoupnwMQwc1z8BG1WLpOf3gmISmuXFHI12wjzsqntl6L1fp5pzY51pN/k8blpgeR5XURYmgxfKjtFQUc1o7SBNpQKCaOcCFkW5WKibccIHOZ9+ZED5f+SXoH3TCo87RxWH79MvKjibZI/vkIwnJZ3JKvpIu6RFBfpDf5Ib89X56194/73ZZ2vBWPbvkSXh39+gYqmE=</latexit>

x =




3
2
4




Whenever the entries of a vector are associated to features (e.g., height or weight), vectors are called feature
vectors and their coordinate space is called feature space. This way, the points defined by the vectors
represent samples that can often be visualized to obtain insights and find patterns. For example, consider
the following data depicted in feature space:

In this figure, each black point represents a sample corresponding to a patient. From this data visualization
we can see a trend showing that glucose increases with weight and decreases with exercise.
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Matrices

Similar to vectors, matrices are rectangular arrays of numbers. For example:

X =



1 0 1
0 1 0
0 0 1


 .

That’s it!

Recall that we use bold and capitalized notation to indicate that X is a matrix, as opposed to a vector x
or a scalar x. We use X ∈ RD×N to indicate that X is an D×N matrix with a real-valued entries. Matrices
are very handy structures to arrange and manipulate vectors. For example, consider the following vectors in
R7 corresponding to 3 samples (patients):

x1 =




177
150
30
1
0
2
6




, x2 =




160
170
50
1
5
10
0




, x3 =




165
140
20
0
0
0
10




← height
← weight
← age
← sex
← cigarettes
← alcohol
← activity.

We can store all these vectors into a 3 × 7 matrix, where each row represents a feature, and each column
represents a sample:

X =




177 160 165
150 170 140
30 50 20
1 1 0
0 5 0
2 10 0
6 0 10




.

Matrix Operations

Matrices are particularly useful because they allow us to perform lots of operations between the features of
all the samples in a systematic and seamless way. For example, suppose that we discover somehow that the
magic formula to estimate the cancer risk of a patient as a function of its features above is:

risk =
1

1000

(
−1 · height+ 2 · weight+ 1

2
· age+ 23 · cigarettes+ 27 · alcohol − 10 · exercise

)
.

Suppose we want to estimate the risk of the patient with feature vector x1 above. Then we would have to
compute:

risk =
1

1000

(
−1(177) + 2(150) +

1

2
(30) + 23(0) + 27(2)− 10(6)

)
. (3.1)

That is already a lot to keep track of. If we had many more features, as is typically the case in modern
datasets, keeping track of all these individual operations would quickly become overwhelming. This is why
we use matrix operations: they allow us to perform many calculations at once while keeping everything
organized, concise, and manageable.
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• Matrix Multiplication. Given matrices A ∈ Rm×k and B ∈ Rk×n, their product, denoted by AB,
is another matrix of size m× n whose (i, j)th entry is given by:

[AB]ij =

k∑

ℓ=1

AiℓBℓj.

Intuitively, the (i, j)th entry of AB is given by the multiplication of the ith row of A and the jth column
of B. For example, if

A =

[
1 2 3
4 5 6

]
, B =



1 2
3 4
5 6


 , (3.2)

Then:

AB =

[
(1 · 1 + 2 · 3 + 3 · 5) (1 · 2 + 2 · 4 + 3 · 6)
(4 · 1 + 5 · 3 + 6 · 5) (4 · 2 + 5 · 4 + 6 · 6)

]
=

[
22 28
49 64

]
.

• Scalar Multiplication Given a scalar c and a matrix A ∈ Rm×n, their product, denoted by cA, is
an m× n matrix whose (i, j)th entry is given by c times the (i, j)th entry of A. For example, with A as
in (3.2), and c = 7,

cA = 7A =

[
7 14 21
28 35 42

]
,

• Transposition. The transpose of a matrix A ∈ Rm×n, denoted by AT, is an n × m matrix whose
(i, j)th entry is given by the (j, i)th entry of A. Intuitively, transposing a matrix is like flipping its rows
and columns along the diagonal. For example, with A as in (3.2),

AT =



1 4
2 5
3 6


 .

• Identity Matrix. The identity matrix of size m × m, denoted by Im, is a squared matrix whose
diagonal entries are all ones, and off-diagonal entries are all zeros. For example, the 3 × 3 identity
matrix is

I3 =



1 0 0
0 1 0
0 0 1


 .

Whenever there is no possible confusion about the size of the identity matrix, people often drop the m
subindex, and simply denote it as I.

• Trace. Given a squared matrix A ∈ Rm×m, its trace, denoted by tr(A) is the sum of its diagonal
entries:

tr(A) =

m∑

i=1

Aii.

For example, tr(I3) = 3.
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• Inverse. Given a squared matrix A ∈ Rm×m, its inverse, denoted by A−1 is a matrix such that
AA−1 = A−1A = I. For example, I−1 = I. As another example, consider

A =



1 1 1
1 2 4
1 3 9


 .

Then

A−1 =




3 −3 1
−2.5 4 −1.5
0.5 −1 0.5


 .

You can verify that AA−1 = A−1A = I. Here is a special trick to invert 2× 2 matrices:
[
a b
c d

]−1

=
1

ad− bc

[
d −b
−c a

]
.

Of course, this requires that ad− bc ̸= 0.

• Hadamard Product. Given two matrices A,B ∈ Rm×n, their Hadamard product (aka point-wise
product) is a matrix of size m × n, denoted as A ⊙B, whose (i, j)th entry is given by the product of
the (i, j) entries of A and B, i.e.,

[A⊙B]ij = AijBij.

For example, with A,B as in (3.2),

A⊙BT =

[
1 2 3
4 5 6

]
⊙
[
1 3 5
2 4 6

]
=

[
1 6 15
8 20 36

]
.

• Vector Operations. Notice that vectors are 1-column matrices, so all matrix operators that apply
to non-squared matrices also apply to vectors.

• Norms. Given a matrix A ∈ Rm×n, its Frobenius norm is defined as:

∥A∥F :=

√√√√
m∑

i=1

n∑

j=1

A2
ij.

In the particular case of vectors, this is often called the ℓ2-norm or Euclidean norm, and is denoted by
∥x∥2, or simply ∥x∥. Norms are important because they essentially quantify the size of a matrix or
vector. Just as there are several ways to quantify the size of a person (e.g., age, height, weight), there
are also several ways to quantify the size of a matrix or vector, for which we can use different norms.
Another example is the ℓ1-norm, which for matrices is defined as:

∥A∥1 := max
j

∑

i=1

|Aij|,

and for vectors is defined as

∥x∥1 :=
∑

j

|xj|,

also known as the taxi-cab or Manhattan norm. Intuitively, the ℓ2-norm measures the point-to-point
distance, while the ℓ1-norm measures the taxi-cab distance. For example, for the same vector x = [4 3],
here are two different notions to quantify its size:

∥x∥2 =
√
42 + 32 = 5 ∥x∥1 = |4|+ |3| = 7.
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The norm ∥x∥ of a vector x is essentially its size. Norms are also useful because they allow us to measure
distance between vectors (through their difference). For example, consider the following images:

and vectorize them to produce vectors x,y, z. We want to do face clustering, i.e., we want to know
which images correspond to the same person. If ∥x−y∥ is small (i.e., x is similar to y), it is reasonable
to conclude that the first two images correspond to the same person. If ∥x− z∥ is large (i.e., x is very
different from z), it is reasonable to conclude that the first and second images corresponds to different
persons.

Norms satisfy the so-called triangle inequality: ∥x + y∥ ≤ ∥x∥ + ∥y∥. This allows you to draw useful
conclusions. For example, knowing that ∥x−y∥ is small and that ∥x−z∥ is large allows us to conclude
that ∥y − z∥ is also large. Intuitively, this allows us to conclude that if x,y correspond to the same
person, and x and z corresponds to different persons, then y and z also correspond to different persons.
In other words, nothing weird will happen.

• Inner Product. Given two matrices A,B ∈ Rm×n, their inner product is defined as:

⟨A,B⟩ := tr(ABT).

For example, with A as in (3.2),

⟨A,A⟩ = tr(AAT) = tr



[
1 2 3
4 5 6

]

1 4
2 5
3 6




 = tr

([
14 32
32 77

])
= 91.

Notice that for vectors x,y ∈ RD, xTy will always be a scalar, so we can drop the trace, and simply
write ⟨x,y⟩ = xyT. For example, with the same setup as above,

⟨w,x1⟩ = wxT
1 = 132.

Inner products are of particular importance because they measure the similarity between matrices and
vectors. In particular, the angle θ between two vectors is given by:

cos θ =
⟨x,y⟩
∥x∥∥y∥

.

More generally, the larger the inner product between two objects (in absolute value), the more similar
they are.
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All these matrix operators are useful because they allow us to write otherwise complex burdensome operations
in simple and concise matrix form. For example, instead of the cumbersome expression in (3.1), we could
just construct the weight vector

w =




−1
2
1
2
0
23
27
−10




and write

risk =
1

1000
wTx1 = .

It is also convenient that all these operations are implemented in most coding languages. Hence, we do not
even need to perform them manually. For example, to compute wTx1 in Matlab we just need to write:

1 w = [-1; 2; .5; 0; 23; 27; -10];
2 x1 = [177; 150; 30; 1; 0; 2; 6];
3 w'*x1

3.4 All You Need to Know about Coding

One of the greatest achievements of modern AI are large language models (LLMs) like as ChatGPT. Their
main appeal is that they allow us to communicate with computers using natural language. That is, in
much the same way we communicate with other humans. Intuitively, it is like these computers can speak
human. We can give them instructions, ask them questions, and describe them tasks in everyday language.
Sometimes the system understands us well, and sometimes it does not.

Programming, by contrast, is like speaking the computers own language. When we write code, we tell the
computer exactly what to do, step by step, leaving no room for ambiguity or interpretation.

Just as there are many human languages, such as English, Spanish, Swahili, or Mandarin, there also exist
many computer languages. Examples include Python, Julia, Java, Matlab, and C++. These languages differ
mostly in syntax. For example, the following Python and Matlab codes tell the computer to display the
items stored in a list (for now don’t focus on understanding how these codes works; we will do that later;
for now just look at their similarity):

1 fruits = ["apple", "banana", "cherry"]

2 for x in fruits:

3 print(x)

1 fruits = {"apple", "banana", "cherry"};
2 for i = 1:length(fruits)
3 disp(fruits{i});
4 end
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Notice that there are only a few subtle differences in syntax, such as squared brackets instead of curly
brackets, or the use of disp instead of print, or the colons and semicolons. Therefore, if you learn one coding
language, you can translate to others without too much trouble.

In this course we will be using mostly Python, because it has lots of libraries (collections of pre-coded
functions) that we can use to our advantage. For example, instead of coding ourselves all the matrix
operations above, we can simply import the NumPy library, where someone else already coded all those
operations for us. For instance, coding matrix multiplication from scratch would look something like this
(again, for now don’t focus on understanding how this code works; we will do that later; for now just look
at its complexity):

1 # Ensure matrices A and B are compatible for multiplication

2 rows_A = len(A)

3 cols_A = len(A[0])

4 rows_B = len(B)

5 cols_B = len(B[0])

6

7 if cols_A != rows_B:

8 raise ValueError("Number of columns in A must equal the number of rows in B.")

9

10 # Initialize the result matrix with zeros

11 result = [[0 for _ in range(cols_B)] for _ in range(rows_A)]

12

13 # Perform matrix multiplication

14 for i in range(rows_A):

15 for j in range(cols_B):

16 for k in range(cols_A):

17 result[i][j] += A[i][k] * B[k][j]

18

19 # Print the result

20 for row in result:

21 print(row)

Instead, we can simply use the NumPy library that already has this operation as the pre-defined function
dot:

1 import numpy

2 result = numpy.dot(A, B)

3 print(result)

Similar to NumPy, there exists lots of other Python libraries that contain pre-coded functions useful for AI.
We will be using these libraries throughout this course, but in order to do so we first need to understand
how coding works.

The Building Blocks of Coding

A code is essentially a list of instructions. Each of these instructions tells the computer to do something.
Surprisingly, there are only 6 basic instructions! In other words, coding is like speaking a language with only
6 words! Here they are:

1. Assignment. This is the process of assigning values to variables. For example:

1 x = 5



Section 3: All You Need to Know to Understand AI 3-13

2 y = 20

3 z = x+y

4 s = "Hello"

is telling the computer that the variables x and y take the values 5 and 20, respectively, that z takes
whatever is the value of x + y, which is 5 + 20 = 25, and that the variable s takes the value “Hello”.

2. Print. Intuitively, this function asks the computer to tell something to us. For example:

1 print(s)

is asking the computer to tell us what is the value of the variable s. In this case, the computer would
tell us “Hello”

3. If/Else. The if/else instruction has three components: (i) a condition, (ii) a list of instructions to
execute in case the condition is met, and (iii) an optional list of instructions to execute in case the
condition is not met. Here is an example:

1 if z < 5:

2 a = 1

3 else:

4 a = 0

Here (i) the condition is x > 5. (ii) The list of instructions to execute in case the condition is met is
a = 1. (iii) The optional list of instructions to execute in case the condition is not met is a = 0. In
this case, since z = 25, which is larger than 5, only the second list of instructions will be executed, and
hence a will take a value of 0.

The else instruction can be omitted if the second list of instructions is empty.

4. For. The for loop is a list of instructions to be repeated a specified number of times. Here is an
example:

1 for i in [1,2,3,4,5,6,7,8,9,10]:

2 a = a + i

This code is going to repeat the instruction a = a + i ten times. Each time, the variable i will take a
different value in the provided list.

5. While. The while loop has two components (i) a condition, and (ii) a list of instructions to repeat as
long as the condition is met. Here is an example:

1 while z > 5:

2 print(z)

3 z = z-1

This code will repeat the instructions print(z) and z=z-1 so long as z is larger than 5. Notice that these
instructions iteratively change the value of z, otherwise these instructions would repeat indefinitely.

6. Functions. A coding function is nothing more than a sequence of instructions, packed in a way that
can be reused. They are particularly useful when there is a sequence of instructions that you want to
use multiple times. They are also useful to keep code tidy and organized. Coding functions have four
main components: (i) the name of the function, (ii) an optional input, (iii) an optional output, and
(iv) the sequence of instructions that will be executed any time that the function is called. Here is an
example of a function that computes the inner product of two vectors of the same size:
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1 def inner_product_vectors(x,y):

2 inner_product = 0

3 for i in range(len(x)):

4 inner_product = inner_product + x[i]*y[i]

5 return inner_product

(i) The name of the function always comes after the instruction def, which essentially tells the com-
puter that you are about to define a new function. In this example, the name of the function is
inner product vectors, but we could have chosen any name we wanted. Nonetheless, it is generally
useful to name functions as something intuitive related to what they do. (ii) The optional inputs come
right after the name in parentheses. In this case, the inputs are the vectors x and y. (iii) The optional
outputs are the variables that come after the instruction return. (iv) All other instructions below def
and before return will be repeated any time that the function is called. Once we define a function, we
can call it whenever we want by simply using its name. For example:

1 result = inner_product_vectors(x,y)

Since inner products are a critical part of manipulating vectors, and we will be using vectors to represent
data, we expect to compute lots of inner products. Hence, it makes sense to pack this operation in a
function, so that we can reuse it many times. Libraries like NumPy are essentially collections of lots
of functions like this, which we can import easily with a simple command:

1 import numpy

After that, we can run the functions in the library with the following syntax:

1 numpy.inner(x,y)

The fun part is that we can combine these 6 simple instructions to tell the computer what we want it to do.
For example, if I want the computer to say ”Hello” 10 times, I can use the following code:

1 s = "Hello"

2 for i in [1,2,3,4,5,6,7,8,9,10]:

3 print(s)

Like with any language, there may be many ways to say the same thing. For example, we can use a while
loop to achieve the same goal:

1 n = 0

2 s = "Hello"

3 while n<10:

4 print(s)

5 n = n+1

Alternatively, we can use the predefined Python function range(a,b), which produces a list with the digits
starting with a and ending before b.

1 for i in range(1:11):

2 print("Hello")
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This might be a better alternative than the first option, especially if we want to repeat the print instruction
many times, not just 10. Hopefully, at this point there is nothing obscure or intimidating about the range
function. In fact, with the tools you know at this point you should be able to code it yourself. Here is one
way:

1 def my_range(a,b):

2 L = []

3 i = a

4 while i<b:

5 L.append(i)

6 i = i+1

7 return(L)

We can verify that it works the same as Python’s range function as follows:

1 print("Result using Python 's range function:")

2 for i in range(1,11):

3 print(i)

4 print("Result using my range function:")

5 for i in my_range(1,11):

6 print(i)

If we ran this code, we would obtain the following result:

Result using Python’s range function:
1
2
3
4
5
6
7
8
9
10
Result using my range function:
1
2
3
4
5
6
7
8
9
10
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Coding Tricks and Nuisances

Naturally, there are lots of tricks to make code more efficient and concise. For example, we can code the
same inner product as above in a single line:

1 result = sum([x[i] * y[i] for i in range(len(x))])

There are also lots of libraries that implement matrix operations, functions to read and write files, to process
images, to run AI algorithms, and more. Part of being a proficient programmer involves being familiar with
useful libraries and becoming comfortable learning how to use them, which comes with practice. Similarly,
there are often nuisances we need to be careful about. For example, sometimes it is necessary to transform
variables into specific types (strings, integers, floats, etc.) with casting functions like:

1 x = str(3)

2 y = int(3)

3 z = float(3)

A good programmer also knows how to identify and handle these nuisances, which also takes practice.

Where to Write and How to Run my Code?

There are several tools you can use to write and run your code. These range from very basic tools, like
TextEdit and the Terminal, to Integrated Development Environments (IDEs) like Visual Studio Code and
Cloud tools like Google Cloud Platform. There is typically a trade-off between the amount of control and
the ease of use that each option offers. For example, IDEs allow you to customize lots of options, like
which resources (CPUs or GPUs) you want to assign to each job. However, this may require you to deal
with additional nuisances, like installing specific packages for your operating system, configurating hardware
drivers, and verifying versions compatibilities.

In this course we will use one tool that takes care of most nuisances for us, so that we do not have to install
anything, and we can get to coding right away. This tool is called Google Colab. It allows you to write
your code directly on a web app, and run it on Google’s servers, which already have installed and configured
everything you need. To use it you need to create a Google Drive account, which allows you to manage the files
you’ll have on Google’s servers. Once you have an account, you can just go to https://drive.google.com,
create a new Colab file and start coding. These steps are summarized in Figure 3.1, but there are many
additional resources online to guide you step by step.

3.5 All You Need to Know about Probability

Many (if not all) data in AI systems involve randomness. I hope these few examples below help convincing you
of the ubiquitousness and rich nature of such randomness. Probability theory allows us to model randomness
in a precise mathematical way. Furthermore, despite the uncertainty produced by randomness, probability
theory allows us to draw likely conclusions in a sensible manner, and quantify how certain we are about these
conclusions.

https://drive.google.com
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(a) (b) (c)

(d) (e) (f)

(g) (h) (i)

(j) (k) (l)

Figure 3.1: Getting started with Google Colab. Go to https://drive.google.com. After creating an account and log
in, you should see something like (a). Here you can click on New to (b) create a folder and (c) name it however you want
(e.g., AI4SH). (d) This folder will now appear in your main My Drive repository. You can access it, and (e) click New, More,
and Google Colaboratory to create a Colab file. (f) Your browser will open your new Colab file on a new tab. (g) Here you
can type your code, for example, our my range function above. (h) You can run this code by clicking the run (play) button.
At this point, your code will start running on Google’s servers. (i) Once Google’s computers are done, they will display the
output. (j) You can rename your Colab file any way you want at any point. (k) Here I renamed it Example0. (l) This file is
now accessible on your Drive repository, under the folder you created, and you can access/edit later.

https://drive.google.com
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Randomness in Computer Vision

In computer vision we often want to track objects or people. The location of these objects over time is
random. For example, look at this frame of a video:

You can predict where some of these people will be in a few seconds (based on their current locations and
directions). However, you cannot be certain. What if someone trips? What if the wind moves the leaves of
a tree and produces occlusions? All of this can be modeled probabilistically in a precise mathematical way.
For instance, we can say that your predictions will be accurate with a probability p close to 1 (if nothing
unusual happens), and inaccurate with probability 1− p (if something unusual happens). Furthermore, it is
harder to predict where these people will be later in time. So we can refine our probability model and say
your predictions will be accurate with probability p/t (where t is the amount of time), and inaccurate with
probability 1− p/t.

You can see that probability theory is nothing but common sense reduced to calculation — Pierre Laplace,
1812.

Randomness in Genomics

All organisms have a DNA sequence (genome), i.e., a very long vector of nucleotides (A,C,G, T ). Every now
and then, organisms mutate. That is, when organisms reproduce, some of their nucleotides get changed. For
example, it is possible that a parent has the sequence

The location of these mutations can be modeled probabilistically. For instance, it is known that certain
mutations are approximately distributed uniformly at random within each gene (delimited region of the
genome), and that some well-identified genes are more likely to present mutations than others.

Mutations are more common in smaller organisms, like bacteria and viruses, that reproduce very rapidly.
That is why pharmaceuticals, insurance companies, the National Health Service (NHS), the National Security
Agency (NSA), and even the Department of Defense (DoD), among many others, are very interested in this
phenomenon. The reasons are not as apocalyptic as a zombi virus, but close (does this sound familiar/relevant
right now in 2020?). For example, some bacteria have become immune to most antibiotics. Similarly, it is
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harder to produce vaccines for viruses that mutate quickly. In fact these mutations are the reason why we
don’t have a definitive flu vaccine yet. What about Corona virus?

Randomness in Recommender Systems

Let’s now consider Netflix. Some users have rated some movies, some users have rated others. However,
nobody has rated all of them. This produces an incomplete data matrix like this (colors indicate how much
each person liked a movie)

The goal is to predict which users will like which items, in order to make good recommendations. Again,
this can be modeled probabilistically. The movies that each user has rated (and hence the samples in this
matrix) are somewhat random. For example, adults are more likely to watch (and enjoy) adult movies, while
kids and parents are more likely to watch (and enjoy) children movies. This can be modeled probabilistically.

We could construct similar models for songs, shoes, clothes, restaurants, groceries, etc. So in fact this also
applies to Amazon, Pandora, Spotify, Pinterest, Yelp, Apple, etc. If these companies recommend you an
item you will like, you are more likely to buy it. You can see why all these companies have a great interest
in this problem, and they are paying a lot of money to people who work on this.

The Basic Ingredients of Probability

Definition 3.1. There are three elemental concepts in basic probability theory:

Ø := Sample space = set of all possible outcomes.

A := σ-Algebra = Set of all possible events.

P := Probability measure.

Example 3.1. Consider a fair die. Then

Ø = {1, 2, 3, 4, 5, 6}.
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A =
{
{1}, . . . , {6}, {1, 2}, . . . , {5, 6}, . . . , {1, 2, 3, 4, 5, 6}

}

P (x) = 1/6 for every x = 1, . . . , 6.

Definition 3.2 (Probability measure). A mapping P : A → [0, 1] is a probability measure if it satisfies the
next properties:

(i) P(A) ≥ 0 for every A ∈ A.

(ii) P(Ø) = 1.

(iii) A ∩B = ∅ for some A,B ∈ A, then P(A ∪B) = P(A) + P(B).

Condition (iii) implies that P(A ∪B) ≤ P(A) + P(B), which is often known as the union bound.

Conditional Probability

Definition 3.3 (Conditional probability). Let A,B ∈ A. The conditional probability that A occurs given B
occurred is

P(A|B) :=
P(A ∩B)

P(B)

Example 3.2. Continuing with Example 3.1, let A = {1, 2}, B = {2, 3}. The probability that A occurs
is P(A) = 1/3. However, if you already know that B occurred, then the probability that A also occurs
increases to

P(A|B) =
1/6
1/3

=
1

2
.

Independence

Definition 3.4 (Independent events). Let A,B ∈ A. We say A and B are independent if P(A|B) = P(A).

In words, two events are independent if they provide no information of one an other.

Example 3.3. Consider two fair dice. Let A be the event that the first die is 1; let B be the event
that the second die is 1. Then

P(A|B) =
P(A = 1 ∩B = 1)

P(B = 1)
=

1/36
1/6

=
1

6
= P(A).
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Hence the events A and B are independent. This matches our intuition that one die has no influence
on the outcome of the other.

Bayes Rule

Given the conditional probability P(A|B), Bayes rule gives us a formula for the inverse probability, P(B|A).

Proposition 3.1 (Bayes rule). Let A,B ∈ A. Then

P(B|A) =
P(A|B)P(B)

P(A)
(3.3)

Proof. On one hand:

P(A ∩B) = P(A|B)P(B).

By symmetry,

P(A ∩B) = P(B|A)P(A).

It follows that

P(A|B)P(B) = P(B|A)P(A),

and solving for P(B|A) we obtain (3.3), as desired.

Bayes rule plays a crucial role in modern applications.

Example 3.4. Geneticists have determined that 90% of the people with disease B have gene A active,
i.e., P(A|B) = 0.9. If you sequence your genome and find out that your gene A is active, what is the
probability that you develop disease B? In other words, what is P(B|A)? At first glance you might
think it is very likely that you will develop disease B. However, to determine this you need to know
P(A) and P(B). Of the whole population, if only 5% have disease B, while 45% have gene A active,
what is P(B|A)? This is a simple application of Bayes rule:

P(B|A) =
P(A|B)P(B)

P(A)
=

(0.9)(0.05)

0.45
= 0.1

Random Variables

Sometimes the sample space Ø contains elements that are cumbersome to handle. For example, imagine
making a list of all animals, Ø = {elephant, giraffe, . . . }. Other times, Ø is not explicitly identified. Hence
we want to translate from the world of outcomes to a more familiar and measurable space, like R. That is
essentially why we use random variables.
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Figure 3.2: Normal density function P(x|θ) = N (µ, σ2). In this case, θ denotes the parameters corresponding to the mean µ
and the variance σ2.

Definition 3.5 (Random variable). A random variable is a mapping x : Ø→ R.

For example, we could define a mapping x that maps elephant 7→ 1, giraffe 7→ 2, etc. Since P specifies a
probability for every A ∈ A, it also induces a probability in terms of x. For instance, the event {x ≤ 0} is
equivalent to the event {ω ∈ Ø : x(ω) ≤ 0}, and P(x ≤ 0) = P({ω ∈ Ø : x(ω) ≤ 0}). Continuing with our
example, P (x ≤ 2) = P({elephant, giraffe}).

Densities

Intuitively, a probability measure P is the rule that assigns probability to the events in A. For instance, in
Example 3.1, P assigns an equal probability of 1/6 to each of the possible outcomes x = 1, . . . , 6. To calculate
the probability of an event, all we would have to do is compute

P(x ∈ A) =
∑

x∈A

P(x).

This was easily done because x was discrete. In this case, P is called a mass function. Notice that x is used
for a random variable, whereas x is used for a specific value that x may take. For discrete random variables,
P(x) is essentially shorthand for P(x = x). If x were continuous, the probability that it takes a particular
value is zero. So instead of a mass function, we use a density function P that indicates the probability that
x falls within certain intervals. Then

P(x ∈ A) =

∫

A

P(x)dx.

In general, probability mass functions and densities depend on certain parameters θ. Whenever this want
to be made noticed explicitly, we use the notation P(·|θ).

Example 3.5. The height of a person can be modeled as a Normal random variable with mean µ = 5′5”
for females and µ = 5′10” for males (see Figure 3.2). However, the probability that your height is exactly
5′5” or 5′10” is zero. You are more likely to be somewhere in between (5′3”, 5′7”) or (5′8”, 5′12”).
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Expectation

Definition 3.6 (Expectation). For a continuous random variable x and an arbitrary function f(x),

E[f(x)] :=

∫
f(x)P(x)dx.

If x is a discrete random variable,

E[f(x)] :=
∑

x

f(x)P(x).

Example 3.6. Special cases of expectations:

• Probability: P(x ∈ A) = E[1x∈A].

• Mean: µ := E[x].

• Variance: σ2 := E[(x− µ)2].

Definition 3.7 (Conditional expectation). The conditional expectation of a continuous random variable
f(x) given a random variable y is defined as

E[f(x)|y] :=

∫
f(x)P(x|y)dx,

and if x is a discrete random variable,

E[f(x)|y] :=
∑

x

f(x)P(x|y).

Notice that E[f(x)|y] is a function of the random variable y, and hence it is also a random variable. Notice
the difference between E[f(x)|y] and E[f(x)|y], which is no longer a random variable, because the random
variable y is already known to have taken the value y.

Common Probability Measures

The tables below give examples of common probability measures, also known as distributions.
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Discrete Parameters (θ) P(x = x) E[x] (x)

Bernoulli p P(x = 1) = p, P(x = 0) = 1− p p p(1− p)

Binomial n,p P(x = x) =

(
n

x

)
px(1− p)n−x, x = 0, . . . ,n np np(1− p)

Poisson λ P(x = x) =
λxe−λ

x!
, x = 0, 1, . . . λ λ

Continuous Parameters (θ) P(x) E[x] (x)

Uniform a, b P(x) = 1

b− a
, a ≤ x ≤ b

a + b

2

(b− a)2

12

Exponential λ P(x) = λe−λx, x ≥ 0
1

λ

1

λ2

Laplace λ P(x) = λ

2
e−λ|x| 0

2

λ2

Normal µ, σ2 P(x) = 1√
2πσ

e−
1
2 (

x−µ
σ )

2

µ σ2

Gamma α, β

P(x) = βα

Γ(α)
xα−1e−βx

α

β

α

β2

Γ(α) :=

∫ ∞

0

xα−1e−xdx

Beta α, β P(x) = Γ(α+ β)

Γ(α)Γ(β)
xα−1(1− x)β−1 α

α+ β

αβ

(α+ β)2(α+ β + 1)

χ2 k Gamma(k/2, 1/2)

F α, β
P(x) =

√
(αx)αββ

(αx+β)α+β

xB(α/2, β/2) β

β − 2
, β > 2

2β2(α+ β − 2)

α(β − 2)2(β − 4)
, β > 4

B(α, β) :=

∫ 1

0

xα−1(1− x)β−1dx
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Multivariate distributions

In many modern applications it is convenient to arrange random variables in vectors. For example, we might consider
a random vector

x = [x1 x2 x3]

containing the information of a person’s height, weight and cholesterol level. If the random variables in the vector
are independently distributed, then its joint distribution is just the product of the univariate distributions of each
component. In our example, P(x) = P(x1, x2, x3) would simply factor into P(x1)P(x2)P(x3). However, if the random
variables in the vector are dependent (as is actually the case with height, weight and cholesterol level), then P(x)
does not factor in this simple way.

Multivariate densities model dependent random variables. The one we will use most in this course is the multivariate
Normal N (µ,Σ) with mean vector µ ∈ RD and covariance matrix Σ ∈ RD×D, which has the following form:

P(x) =
1√

(2π)D|Σ|
e−

1
2
(x−µ)Σ−1(x−µ)T .

Probability and Likelihood

A probability (mass or distribution) P(x|θ) determines the frequency with which a random variable x takes each
value, given some parameter θ. For example, if x ∼ Bernoulli(θ), with θ = 1/2, then the probability that x takes the
value 1 is P(x = 1|θ) = θ = 1/2.

Conversely, the likelihood P(x|θ) determines the probability that a parameter θ was the one that generated a sample
x. We emphasize this distinction using x instead of x, to indicate that x is already known, i.e., observed data that
has already taken a specific value. Under the same Bernoulli example, if we observe x = 1, then the likelihood of the
parameter θ is P(x = 1|θ) = θ.

The probability and the likelihood may look a lot alike. The difference is very subtle, and mainly conceptually: the
probability P(x|θ) is a function where x is the variable, and θ is fixed. In contrast, the likelihood P(x|θ) is a function
where θ is the variable, and x is fixed. We use P(x|θ) when we know θ and want to guess x; we use P(x|θ) when we
have already observed data with the specific value x, and we want to guess the parameter θ that generated it.

Example 3.7. Suppose x1, . . . , x6 are independently and identically distributed (i.i.d.) according to a Bernoulli(1/4)
distribution. Then the probability that x1 = x2 = x3 = 1, and x4 = x5 = x6 = 0 is:

P(x1 = x2 = x3 = 1, x4 = x5 = x6 = 0|θ) =

3∏
i=1

P(xi = 1|θ) ·
6∏

i=4

P(xi = 0|θ)

= θ3(1− θ)3 = (1/4)3 (3/4)3.

Instead, suppose that we observe x1 = x2 = x3 = 1, and x4 = x5 = x6 = 0. Then the likelihood of θ under this
sample is:

P(x1 = x2 = x3 = 1, x4 = x5 = x6 = 0|θ) =

3∏
i=1

P(xi = 1|θ) ·
6∏

i=4

P(xi = 0|θ)

= θ3(1− θ)3.

Based on this sample, which would be your intuitive best guess at the value of θ? Is this the same value that
maximizes the likelihood P(x1, . . . , x6|θ)?
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Sums of Independent Random Variables

In many applications we want to know the distribution of the sum of independent random variables. The table below
gives a few examples.

Example 3.8. Suppose there is an epidemic in a city with N habitants. The ith person will independently

contract the disease with probability p. We can model this as xi
iid∼ Bernoulli(p), i = 1, . . . ,N. Let m =

∑N
i=1 xi

be the number of people that get infected. The Center for Disease Control wants to determine P(m > m).
This raises the question: what is the distribution of m? Notice that m is the sum of i.i.d. Bernoulli random
variables. However, m is clearly not Bernoulli. To begin with, m can take values in {0, . . . ,N}, while a Bernoulli
random variable can only take values in {0, 1}. So the question is: what is the distribution of a sum of N
i.i.d. Bernoulli(p) random variables?

xi

N∑
i=1

xi

Bernoulli(p) Exercise

Binomial(ni, p) Binomial

(
N∑

i=1

ni,p

)

Poisson(λi) Poisson

(
N∑

i=1

λi

)

exp(λ) Gamma(N, λ)

Gamma(αi, β) Gamma

(
N∑

i=1

αi, β

)

N (µi, σ
2
i ) N

(
N∑

i=1

µi,

N∑
i=1

σ2
i

)

χ2(ki) χ2

(
N∑

i=1

ki

)

Other Common Functions of Random Variables

In addition to sums, other common functions of random variables include

• Linear multiplication: For a constant matrix A ∈ RD×M and a random vector x ∈ RD, cov(xA) =
ATcov(x)A.

• Squared Normal: If x ∼ N (0, 1), then x2 ∼ χ2.
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• Ratio of χ2’s: If x ∼ χ2(k) is independent of y ∼ χ2(ℓ), then
ℓx

ky
∼ F (k, ℓ).
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